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1 Elephant v2

We first briefly summarize the Elephant authenticated encryption scheme. The
mode of Elephant is a nonce-based encrypt-then-MAC construction, where en-
cryption is performed using counter mode and message authentication using a
variant of the protected counter sum [2, 29] MAC function. Both modes inter-
nally use a cryptographic permutation masked using LFSRs, akin to the masked
Even-Mansour construction of Granger et al. [16]. The current Elephant v2 is
depicted in Figure 1.

The Elephant v2 mode is permutation-based, only evaluates this permutation
in the forward direction, and it is highly parallelizable. Whereas permutations
are a popular approach in lightweight cryptography (6 finalists are permutation-
based), Elephant v2 is unique in its parallelizability (it is the only finalist sat-
isfying this property). Due to this paralellizability, there is no need for large
permutations, we can go as small as 160-bit permutations while still matching
the security goals recommended by the NIST lightweight call [30]. In detail, the
Elephant family consists of three members:

1. Dumbo: Elephant-Spongent-π[160]. This instance achieves 112-bit security
provided that the online complexity is at most around 246 blocks. This in-
stance is particularly well-suited for hardware, as Spongent [10] itself is;

2. Jumbo: Elephant-Spongent-π[176]. This is a slightly more conservative in-
stance of Elephant, and achieves 127-bit security under the same conditions
on the online complexity. We note, in particular, that Spongent-π[176] is
ISO/IEC standardized [10,20];

3. Delirium: Elephant-Keccak-f [200]. This variant performs well in both software
and hardware. It also achieves 127-bit security, with a higher bound of around
270 blocks on the online complexity. The permutation is the smallest instance
that is specified in the NIST SHA-3 standard [3, 15] that fits our needs.

2 New Proofs Supporting the Security Claims

Elephant v1 [6] and v1.1 [8], the predecessors of the current Elephant v2 [7],
already came with a tight generic security analysis. The security analysis (of
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Fig. 1: Depiction of Elephant v2. For the encryption part (top): message is
padded as M1 . . .M`M

n←− M , and ciphertext equals C = bC1 . . . C`M c|M |. For
the authentication part (bottom): nonce and associated data are padded as
A1 . . . A`A

n←− N‖A‖1, and ciphertext is padded as C1 . . . C`C
n←− C‖1.

v1/v1.1) has been published in [4]. The updated specification [7] included a
security proof of Elephant v2. In detail, in this specification, the following is
proven about the mode of Elephant v2 (in the ideal permutation model):

– confidentiality in the nonce-respecting model;
– authenticity in the nonce-respecting model;
– authenticity in the nonce-misuse model.

In a recent work, multi-user security of Elephant v2 has been analyzed [5], and it
was demonstrated that above three security properties also hold in the multi-user
setting (up to a logical and negligible security loss).

3 Overview of Third-Party Analysis and Implications

Since the original introduction of Elephant, various third-party analyses have
appeared. We distinguish between generic attacks on the Elephant mode in Sec-
tion 3.1, dedicated analysis of Elephant in Section 3.2, and specific analysis on
Spongent and Keccak in Section 3.3.

3.1 Generic Cryptanalysis

Bonnetain and Jaques [12] considered quantum security of the Elephant mode
(both v1.1 and v2), in the setting where the adversary has classical access to
the construction but can make quantum evaluations of the primitive. Although
the attack is very interesting, it is not a threat for Elephant: the quantum key
recovery attack requires more quantum operations than a direct key search.
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3.2 Dedicated Analysis

Zhou et al. [41] derived an interpolation attack against round-reduced Keccak-
f , and applied it to Delirium. Their analysis targets a round-reduced version of
the encryption of Delirium, where the number of rounds of the used variant of
the Keccak permutation is reduced from the specified 18 rounds to 8 rounds.
The time complexity of the attack is estimated as 298.3 XOR operations, the
memory complexity is 270 bits, and the required amount of data 270 blocks. The
attack makes use of the fact that an affine space of dimension 65 sums to zero
after 6 rounds, which are then followed by 2 rounds for key recovery. Since the
encryption of Elephant v1.1 and Elephant v2 are the same (the sole change is in
the authentication), the analysis is applicable in a similar manner. We note that
algebraic attacks on 8-round Delirium were anticipated in the original Elephant
specification [6, 8, Section 5.3].

Vialar presented a side-channel key recovery attack against Dumbo [36],
where he uses correlation power analysis to attack the first round of the underly-
ing Spongent permutation. In a nutshell, it recovers the mask mask1,0K that is fed
into the first round of the permutation, and recovers the key from that. The au-
thor also extends the work to Jumbo. Ultimately, this attack is mostly an attack
on the unprotected Spongent permutation. In our original specification [6–8],
we do not claim provable leakage resilience. When implementing Elephant, it is
important to use proper protection of the underlying primitives.

Takemoto et al. [35] present a malicious implementation of Elephant (hard-
ware Trojan) that makes side-channel attacks easier. This design does not have
implications on the security of non-malicious implementations.

In [21], a statistical fault attack on an unprotected implementation of Elephant
is shown. Since Elephant is not a tamper-resilient design, fault attacks on unpro-
tected implementations are possible. If fault attacks are a threat, it is important
to account for implementation-level countermeasures.

3.3 Spongent and Keccak Permutation

An extensive summary of the state-of-the-art cryptanalysis of the Spongent and
Keccak permutation is included in the original specification [7, Section 5.3 and
Section 5.4]. In this section, we will only discuss new articles investing the
strength of these two permutation families.

To the best of our knowledge, only two new articles investigating the strength
of the Spongent permutation have appeared [33, 34]. Sun, Wang and Wang [34]
search for bit-based division properties in round-reduced versions of the Spongent
permutation. Schrottenloher and Stevens [33] present improved meet-in-the-
middle attacks on reduced-round Spongent. These works form no threat to
Dumbo and Jumbo (neither v1.1 nor v2).

Furthermore, various works investigating the strength of the Keccak per-
mutation have appeared [9, 11, 14, 17–19, 22–28, 31, 37–40]. These only consider
round-reduced versions of the Keccak permutation or usage of this permutation
in different modes. They form no threat to Delirium (neither for v1.1 nor for v2).
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4 New Implementations

A reference implementation of Dumbo, Jumbo, and Delirium written in C99 can
be found at https://github.com/TimBeyne/Elephant. We have released
an additional parallelized reference implementation for Delirium.4 This imple-
mentation processes up to eight blocks in parallel using an optimized parallel
Keccak-f [200] implementation. The Keccak-f [200] implementation was gener-
ated using the KeccakTools package, by making suitable modifications to the
Keccak-f [1600] parameters. Thus, the same strategy can be directly applied to
obtain implementations with varying levels of parallelism suited to the target
word size.

In the remainder of this section, we discuss new third-party software imple-
mentations in Section 4.1, and hardware implementations in Section 4.2, includ-
ing ones that protect against side channel attacks.

4.1 Software Implementations

Campos et al. [13] provided a C implementation of Delirium which exploits par-
allelism on platforms with 32-bit words. For messages longer than 64 bytes, their
implementation achieves a speedup of about 1.5 to 2 over the original reference
implementation. However, we remark that their parallel Keccak-f [200] imple-
mentation is based on a reference rather than an optimized implementation.
Our own experiments with the new parallel reference implementation suggest
that this can have a strong performance impact.

Beläıd et al. [1] introduced a tool to automatically generate masked (and
unmasked) bitsliced implementations. They apply the tool to several primitives,
including Spongent-π. Their work illustrates that, despite the hardware-oriented
nature of Spongent-π, reasonable software performance can be obtained by means
of bitslicing. Due to its inherent parallelism, the Elephant mode is a good match
for such implementations. The implementation in [1] processes up to eight blocks
in parallel, but the target word size (32 bits) would allow increasing this to up
to 32 blocks. We also note that there is significant room for improvement in
the efficiency of bitsliced implementations of Spongent-π, because alternative
representations of Spongent-π could be exploited (as for Present [32]).

4.2 Hardware Implementations

The ATHENa (Automated Tools for Hardware EvaluatioN) project of the GMU
summarizes two hardware implementations of Elephant, one by Mueller and
Moradi (see https://github.com/Chair-for-Security-Engineering/LW

C-Masking) and one by Haeussler, Gaj, and Kaps (see https://github.com

/GMUCERG/Elephant). We refer to https://cryptography.gmu.edu/athena/

LWC/Lab Implementation Matching HW.html for more information about the
evaluation of these hardware implementations.

4 Available at https://github.com/TimBeyne/Elephant.
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5 Target Applications

In general, the target application of Elephant is lightweight cryptography with a
small footprint, while still providing the option to speed up using parallel imple-
mentations. Note that, indeed, Elephant is the candidate in the competition with
the smallest cryptographic primitive, while still achieving comparable security,
and the only remaining candidate offering parallelizability. This, together with
the different levels of security that the mode achieves, additionally puts Elephant
v2 at advantage over the current NIST standards.
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